**Write a program to swap 2 numbers without a temporary variable? Swap 2 strings**

**without a temporary variable?**

**//swap numbers**

**int** a = 10;

**int** b = 20;

a = a + b;// first this should be there a=10+20=30

b = a - b; // b= 30-20=10

a = a - b; // a=30-10=20

System.***out***.println(a);

System.***out***.println(b);

**//swap strings**

String x="Hello";

String y="Welcome";

x=x+y; //HelloWelcome

y=x.substring(0,(x).length()-y.length());

x=x.substring(y.length());

System.***out***.println(x);

System.***out***.println(y);

**2. Write a java program to check whether a given number is prime or not?**

public class primNumber {  
  
 public static void main(String[] args) {  
 int num = 9; *// example number* boolean isPrime = true;  
 if (num <= 1) {  
 isPrime = false;  
 } else {  
 for (int i = 2; i < num; i++) {  
 if (num % i == 0) {  
 isPrime = false;  
 break;  
 }  
 }  
 if (isPrime){  
 System.*out*.println(num+" number is prime");  
 } else {  
 System.*out*.println(num+" number is not prime try again");  
 }  
 }  
 }  
}

**Write a Java Program to print the first 10 numbers of Fibonacci series.**

The Fibonacci series is a sequence of numbers where each number is the sum of the two preceding ones, starting from 0 and 1. The series typically starts like this:  
  
public class fibonacci {  
  
 public static void main(String[] args) {  
 int a, b, c;  
 a = 0; *// First number* b = 1; *// Second number* System.*out*.print(a + " " + b + " "); *// Print the first two numbers* for (int i = 3; i <= 10; i++) { *// Starting from 3rd number* c = a + b; *// Next number in the sequence* System.*out*.print(c + " "); *// Print the next number* a = b; *// Update a to the next number* b = c; *// Update b to the next number* }  
}}

**Find out how many alpha characters are present in a string? Find the number of**

**words in a string?**

public static void main(String[] args) {  
  
 String words="234$%#($345mvdFHF";  
 int characters=words.replaceAll("[^A-z]","").length();  
 System.*out*.println(characters);  
  
 }

---------------------------------------------------------

String myString="Today is Wednesday and it is Java Class";

String[] array=myString.split(" ");

**int** words=array.length;

System.***out***.println("Total words in string:"+myString+" = "+words);

**Write a java program to reverse String?**

public static void main(String[] args) {  
  
 String word= "Hello Syntax";  
 StringBuilder rev=new StringBuilder(word);  
 System.*out*.println(rev.reverse());  
}

**Reverse a string word by word?**

public static void main(String[] args) {  
 String word="please reverse each word but dont change the place of word";  
 StringBuilder obj=new StringBuilder(word);  
 String one=obj.reverse().toString();  
 String [] two=one.split(" ");  
 for (int i =two.length-1; i >0 ; i--) {  
 System.*out*.print(two[i]+" ");  
  
 }

**Write a Java Program to find whether a String is a palindrome or not.**

public static void main(String[] args) {  
 String word="level";  
 StringBuilder obj=new StringBuilder(word);  
 String reve=obj.reverse().toString();  
 if (word.equals(reve)){  
 System.*out*.println("is palindrom");  
 } else {  
 System.*out*.println("not palidtrom");  
 }  
}

**Write a java program to find the second largest number in the array? Maximum**

**and minimum number in the array?**

int [] number={34,5,6,89,78,64,065,4,556,75,4};  
Arrays.*sort*(number);  
System.*out*.println("maximum number in array is "+number[number.length-1]);  
System.*out*.println("second larges number is "+number[number.length-2]);  
System.*out*.println("minimum numbers is "+number[0]);

**How can you remove all duplicates from ArrayList?**

ArrayList<String> aList = **new** ArrayList<>();

aList.add("John");

aList.add("Jane");

aList.add("James");

aList.add("Jasmine");

aList.add("Jane");

aList.add("James");

// 1 way

HashSet<String> set = **new** HashSet<>(aList);

System.***out***.println(set);

**Versions of java you worked with? What version of java do you currently use in**

**your framework? Difference between JRE, JDK ?**

I've worked with various versions of Java, including Java 8, 11, and 17. Currently, in my framework, I am using Java 8, as it is widely supported and stable for most automation projects.

Why not use latest version

Might have bugs

Training cost

Takes time

**![](data:image/png;base64,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)**Need to upgrade other tools

**JDK (Java Development Kit):**

* **Definition** jdk consists of all the tools for creating , running and debugging Java applications. It contains the JRE (Java Runtime Environment), the Java compiler (javac), a debugger, and other utilities required for developing Java applications.
* **Role**: Provides everything necessary for Java development,
* **Jre (jvm , class libraries)**
* **compiler,**
* **debuggers**
* **javadoc creating, debugging, and running Java applications.**
* **Usage**: Used by developers to write and compile code, debug, and build Java applications.

**SDK (Software Development Kit):**

* **Definition**: A set of software tools and libraries provided for developing applications for a specific platform or framework.
* **Role**: Provides the resources needed to develop applications on a particular platform, including compilers, debuggers, libraries, documentation, and sometimes hardware emulation tools.
* **Usage**: SDKs exist for many platforms (like Android, iOS, Java) and are used by developers to create software tailored for a specific environment.

**Compiler:**

* **Definition**: A software tool that translates source code written in a programming language (like Java) into machine code (binary) or bytecode that can be executed by a computer or a virtual machine (e.g., JVM).
* **Role**: Converts human-readable code into a format that machines can process and run.
* **Usage**: Java's compiler (javac) takes .java files and converts them into bytecode (.class files) which the JVM can run.

**Debugger:**

* **Definition**: A tool used by developers to test and debug their programs by identifying and fixing bugs in the source code.
* **Role**: Allows developers to step through their code, set breakpoints, inspect variables, and understand the execution flow to find and fix errors.
* **Usage**: Java comes with a debugger called jdb that can be used to troubleshoot issues in the code.

**Java Libraries:**

* **Definition**: Collections of pre-written code (in the form of classes and methods) that developers can use to simplify common tasks like file I/O, network communication, data manipulation, and more.
* **Role**: Provides reusable functionality to avoid rewriting commonly used operations from scratch.
* **Usage**: Java libraries include standard libraries (part of the Java Standard Edition) and third-party libraries like Apache Commons, Google Guava, etc.

### JVM (Java Virtual Machine):

* **Definition:** The JVM is a runtime environment that runs Java bytecode, making Java programs platform-independent.
* **Role:** The JVM converts the platform-neutral bytecode into machine-specific instructions, enabling Java applications to run on any device with a JVM.
* **Usage:** It acts as the execution engine for Java applications, ensuring platform independence by interpreting or compiling the bytecode into native machine code.

**JRE (Java Runtime Environment):** It contains everything needed to run Java programs, including the Java Virtual Machine (JVM) and 2. libraries, but it does not include development tools like a compiler or debugger.

**10. What is a method? What is the main method? Why do we need one in java? Do we**

**have to have a main method in java?**

**Method** is a collection of statements that are grouped together to perform an operation.

A method can be called (invoked) at any point in a program by the method's name.

**Main method is the starting point** of an application. JVM starts execution by invoking

the main method of some specified class, passing it a single argument, which is an array

of strings. Whenever we execute a program, the main() is the first function to be

executed. We can call other functions from the main to execute them. It is not mandatory

to have

**Explain public static void main (String args[])?**

**public:** it is an access specified that means it will be accessible by any Class.

**static:** is a keyword to call this method directly using class name without creating an

object of it.

**void:** it is a return type i.e. it does not return any value.

**main():** it is the name of the method which is searched by JVM as a

starting point for an application with a particular signature only.

It is the method where the main executions occur.

**string args[]:** it’s a command line argument passed to the main method.

**What are Access Modifiers (Private,public,protected)? How did you use them?**

Java provides access modifiers to set access levels for classes, variables, methods and

constructors.

**public:** A class or interface may be accessed from outside the package. Constructors,

inner classes, methods and field variables may be accessed wherever their class is

accessed.

**protected:** Accessed by other classes in the same package or any subclasses of the same

package or different package.

**default:** When no access modifier is specified for a class , method or data member – It is

said to be having the default access modifier by default.

**private:** Accessed only within the class in which they are declared.

In our framework we follow page object model design pattern, in page classes we store

WebElements as public to give visibility to our test classes in different package

@FindBy(id="txtUsername")

**public** WebElement username;

**13. What is an instance variable and how do you use it? What is the difference between**

**local and instance variables?**

Variables which are declared **inside a method or constructor or blocks are called local**

**variables.** Local variables are created when a method is called and destroyed when the

method exits.

Variables which are declared **inside the class, but outside a method, constructor or**

**any block are called instance variables.** We can access instance variables by creating an

Object of the class they belong to. Instance variables are created when an object is

created with the use of the keyword 'new' and destroyed when the object is destroyed.

**Example of Instance Variable from the framework**

**@FindBy(xpath="//img[contains(@src, 'logo')]")**

**public WebElement logo;**

**How can we access variables without creating an object instance of it? Difference**

**between Instance Variable and static Variable? What is a static keyword in java?**

**Where did you use static in your framework?**

**1.** Static variables are declared with the **static** keyword in a class, but outside a

method, constructor or a block. By declaring a variable as a static we can access it

from different classes without creating an Object - those variables called class

variables and also known as static variables.

Whereas, **Instance** variables are declared in a class, but outside a method,

constructor or any block. To access instance variables we need to create an object

of the Class they belong to.

**2. Class variables only have one copy** that is shared by all the different objects of a

class, whereas every object has its own **personal copy of an instance variable**.

So, **instance variables across different objects can have different values** and

when we make changes to the instance variable they don't reflect in other

instances of that class **whereas class variables across different objects can have**

**only one value.**

**3.** Static variables are created when the program starts and destroyed when the

program stops whereas instance variables are created when an object is created

with the use of the keyword 'new' and destroyed when the object is destroyed.

**Static keyword in java:**

● Static keyword means that the variable or method belongs to the class and shared

between all instances.

● Using static keyword we can access class variables and methods without object

reference

● Static methods can not call/refer Non Static members

**Usage of static keyword in framework:**

In our utility package we have a class where we store common methods, such as wait,

switch between frames, clicking on buttons, selecting values from drop down. So

those methods are written using static keyword and we can easily access them in our

program.

**public static void click(WebElement element) {**

**waitForClickability(element);**

**element.click();**

**}**

In our Constants Class we have static variables

**public static final String CONFIGURATION\_FILEPATH =**

**System.getPrope 15. What is a constructor? Use of constructor in class? Can you make the constructor**

**static? What is the difference between constructor and method? Can we overload a**

**constructor?**

**What is constructor**

A constructor in Java is a block of code similar to a method. Constructor is called when

an instance of a class is created. A constructor is a “special method” whose task is to

initialize the object of its class.

**Constructors cannot be abstract, final, static.**

Rules to create constructor:

1. Constructor name class name must be the same.

2. Constructor do not have any return type.

3. Constructor may or may not have parameters.

**Usage of Constructor**

The primary use of constructor is to **initialize the instance variables.**

Constructors are special functions which are called automatically when we create objects

of the class. So once we create the object of the class all the variables get initialized, and

we don't need to write extra code for initialization of variables.

Constructor is the property of an object while static has nothing to do with the object.

That's why there is nothing like a static constructor. But we have a static block to do a

similar task as constructor i.e. initialization of static fields etc.

**Difference between Constructor and Method**

● Constructor must not have a return type whereas methods must have a return type.

● Constructor name is the same as the class name where the method may or may not

be the same class name.

● Constructor will be called automatically whenever an object is created whereas

the method invokes explicitly.

● Compiler provides a default constructor when no constructor is created whereas

the compiler doesn’t create any methods.

**Example of constructor from framework**

creating constructor to initialize instance variables

**public class AddEmployeePage {**

**@FindBy(id="firstName")**

**public WebElement firstName;**

**public AddEmployeePage() {**

**PageFactory.initElements(CommonMethods.driver, this);**

**}**

**}**

**WE CAN OVERLOAD CONSTRUCTOR (using different number or type of**

**parameters)rty("user.dir")+"/src/test/resources/config/config.properties";**

**16. Super vs super()? this vs this()? Can super() and this() keywords be in the same**

**constructor?**

**this vs this()**

● **this keyword** is used to refer to the current object and differentiate between local

and instance variables

**public class ThisKeyword {**

**String name;**

**int age;**

**ThisKeyword(String name, int age){**

**this.name=name;**

**this.age=age;**

**}**

**}**

● **this()** is used to access one constructor from another where both constructors

belong to the same class.

**public class ThisKeyword4 {**

**int z;**

**ThisKeyword4() {**

**System.out.println("This a default constructor");**

**}**

**ThisKeyword4(String a) {**

**this();**

**System.out.println("Parameterized constructor);**

**}**

**}**

**super vs super()**

Both are used in a subclass as a way to invoke or refer to its superclass.

● **super keyword** is used to call super class(parent class/ base class)

variables and methods by the subclass object when they are overridden by

subclasses.

● **super()** is used to call a superclass constructor from a subclass constructor.

**public class SuperKeyword1 extends SuperKeyword{**

**SuperKeyword1(){**

**super(4);**

**System.out.println("This is a child default constructor");**

**}**

We can use **super()** and **this()** only in the constructor, not anywhere else, any attempt to

do so will lead to a compile-time error. **This()** and **super()** always have to be in the first

line within the constructor and for that reason we **CANNOT** use them within the same

constructor. We have to keep either super() or this() as the first line of the constructor but

NOT both simultaneously.

**Difference between an abstract class and interface? Can we create an object for an**

**abstract class? interface? When to use abstract class vs interface in Java?**

**Interface** is a blueprint for your class that can be used to implement a class.

Interface is a collection of public static methods and public static final variables

**An abstract class** is a class that is declared with abstract keyword and can

contain defined(concrete) and undefined(abstract) methods.

**Abstract Class Interface**

The abstract keyword is used to declare

abstract class

The interface keyword is used to declare

interface

Abstract class does not support multiple

inheritance

Interface support multiple inheritance

Abstract class contains Constructors Interface doesn't contain Constructors

An abstract class Contains both incomplete An interface Contains only incomplete

(abstract) and complete member and Abstract

class can have abstract and non-abstract

methods.

members (signature of member) and

Interface can have only abstract methods.

(Since Java 8 we can have static and

default methods)

An abstract class can contain access

modifiers for the methods,

properties(variables)

An interface cannot have access modifiers

by default everything is assumed as public

Abstract class can have final, static and

non-static variables.

Interface has only final static variables.

Their properties can be reused commonly in a

specific application.

Their properties are commonly usable in

any application of java environment.

Abstract class may contain either variables or

constants. Interface should contain only constants.

The default access specifier of abstract class

methods is default.

The default access specifiers of interface

methods are public.

These class properties can be reused in other

classes using extends keyword.

These properties can be reused in any other

class using implements keyword.

For the abstract class there is no restriction

like initialization of variables at the time of

variable declaration.

For the interface it should be compulsory to

initialize variables at the time of variable

declaration.

There are no restrictions for abstract class

variables.

For the interface variable can not declare

variable as private, protected

There are no restrictions for abstract class

method modifiers that means we can use any

modifiers.

For the interface method cannot declare

method as protected, private, final

**We cannot create an object of interface or an abstract class !**

● An abstract class is good if you think you will plan on using inheritance since it provides

a common base class implementation to derived classes.

● An abstract class is also good if you want to be able to declare non-public members. In an

interface, all methods must be public.

● If you think you will need to add methods in the future, then an abstract class is a better

choice. Because if you add new method headings to an interface, then all of the classes

that already implement that interface will have to be changed to implement the new

methods. That can be quite a hassle.

**Practical Example of an Interface:**

Basic statement we all know in Selenium is

**WebDriver driver = new FirefoxDriver();**

WebDriver itself is an Interface. We are initializing Firefox browser using Selenium

WebDriver. It means we are creating a reference variable (driver) of the interface

(WebDriver) and creating an Object. Here WebDriver is an Interface and FirefoxDriver

is a class.

**Practical Example of an Interface:**

**public static byte[] takeScreenshot() {**

**TakesScreenshot ts = (TakesScreenshot) driver;**

**byte[] screen = ts.getScreenshotAs(OutputType.BYTES);**

**return screen;**

**}**

**public static void scrollDown(int pixels) {**

**JavascriptExecutor js = (JavascriptExecutor) driver;**

**js.executeScript("window.scrollBy(0," + pixels + ")");**

**}**

**Practical Example of an Interface:**

**public class Listener implements ITestListener {**

**@Override**

**public void onTestStart(ITestResult result) {//for method**

**System.out.println("Starting Test: "+result.getName());**

**}**

**@Override**

**public void onTestSuccess(ITestResult result) {**

**System.out.println("Test case passed: "+result.getName());**

**}**

**@Override**

**public void onTestFailure(ITestResult result) {**

**System.out.println("Test case failed: "+result.getName());**

**}**

**@Override**

**public void onTestSkipped(ITestResult result) {**

**System.out.println("Test case skipped: "+result.getName());**

**}**

**}**

**18. Explain OOPS concepts? Is java 100% object oriented?**

OOP concepts in Java are the main idea behind Java’s Object Oriented Programming.

OOP mainly focuses on the objects that are required to be manipulated instead of logic

4 main OOPS concepts: **inheritance, polymorphism, abstraction and encapsulation.**

**Inheritance** is a mechanism in which one object acquires all the properties and behaviors

of a parent object. It provides code reusability.

**Polymorphism** is the ability of an object to take on many forms. The most common use

of polymorphism in Java is when a parent class reference type of variable is used to refer

to a child class object.

**Abstraction** is a process of hiding the implementation of internal details and showing the

functionality to the users. Abstraction lets you focus on what the object does instead of

how it does it.

**Encapsulation** is a mechanism of binding code and data together in a single unit. We can

hide direct access to data by using a private key and we can access private data by using

getter and setter methods.

No, **Java is not 100% object oriented**, since it has primitive data types, which are

different from objects.

**19. What is inheritance and benefits of it? Types of inheritance? How do you use it in**

**your code?**

**Inheritance**

**●** The process of acquiring properties (variables) &methods (behaviors) from one class to

another class is called inheritance.

● We are achieving the inheritance concept by using extends keyword. Also known as is-a

relationship.

● Extends keyword is providing a relationship between two classes.

● The main objective of inheritance is code extensibility whenever we are extending the

class automatically code is reused.

**Types of Inheritance:**

● **Single Inheritance** - single base class and single derived class.

● **Hierarchical Inheritance** - when a class has more than one child classes (sub

classes)

● **Multilevel Inheritance** - single base class, single derived class and multiple

intermediate base classes.

● **Multiple Inheritance** - multiple classes and single derived class (Possible

through interface only)

● **Hybrid Inheritance** - combination of both Single and Multiple Inheritance

(Possible through interface only)

**Usage of inheritance in real time project**

In our current Cucumber framework we have BaseClass where we initialize the

WebDriver interface. And after we extend the Base Class in other classes such as

PageInitializer and to the Common methods where we have functions to work with Web

Browser.

**What is polymorphism? Types of polymorphism?**

Polymorphism is the ability of an object to take on many forms. Polymorphism allows

us to perform a task in multiple ways.

**Combination of overloading and overriding is known as Polymorphism.**

There are two types of Polymorphism in Java

**1. Compile time polymorphism (Static binding) – Method overloading**

**2. Runtime polymorphism (Dynamic binding) – Method overriding**

**21. Method overloading & overriding? How do you use it in your framework? Any**

**example or practical usage of Run time polymorphism?**

**Method overloading** in Java occurs when two or more methods in the same class have

the exact same name but different parameters (remember that method parameters accept

values passed into the method).

**Overloading:** Same method name with different arguments **in the same class**

**Practical Example of Overloading**

**public static void selectDdValue(WebElement element, String textToSelect) {**

**try {**

**Select select = new Select(element);**

**List<WebElement> options = select.getOptions();**

**for (WebElement el : options) {**

**if (el.getText().equals(textToSelect)) {**

**select.selectByVisibleText(textToSelect);**

**break;**

**}**

**}**

**} catch (UnexpectedTagNameException e) {**

**e.printStackTrace();**

**}**

**}**

**public static void selectDdValue(WebElement element, int index) {**

**try {**

**Select select = new Select(element);**

**int size = select.getOptions().size();**

**if (size > index) {**

**select.selectByIndex(index);**

**}**

**} catch (UnexpectedTagNameException e) {**

**e.printStackTrace();**

**}**

**}**

**Practical Example of Overloading**

**public static void switchToFrame(String nameOrId) {**

**try {**

***driver*.switchTo().frame(nameOrId);**

**} catch (NoSuchFrameException e) {**

**e.printStackTrace();**

**}**

**}**

**public static void switchToFrame(WebElement element) {**

**try {**

***driver*.switchTo().frame(element);**

**} catch (NoSuchFrameException e) {**

**e.printStackTrace();**

**}**

**}**

**public static void switchToFrame(int index) {**

**try {**

***driver*.switchTo().frame(index);**

**} catch (NoSuchFrameException e) {**

**e.printStackTrace();**

**}**

**}**

**Method overriding**

Declaring a method in child class which is already present in the parent class is called

Method Overriding.In simple words, overriding means to override the functionality of an

existing method.

With method overriding a child class can give its own specific implementation to an

inherited method without modifying the parent class method. Assume we have multiple

child classes. In case one of the child classes wants to use the parent class method and the

other class wants to use their own implementation then we can use overriding features.

**Practical Usage:**

1. Implementation of WebDriver interface.

**WebDriver driver = new FirefoxDriver();**

**WebDriver driver = new ChromeDriver();**

2. Implementation of iTestListener interface.

**public class Listener implements ITestListener {**

**@Override**

**public void onTestStart(ITestResult result) {//for method**

**System.out.println("Starting Test: "+result.getName());**

**}**

**@Override**

**public void onTestSuccess(ITestResult result) {**

**System.out.println("Test case passed: "+result.getName());**

**}**

**@Override**

**public void onTestFailure(ITestResult result) {**

**System.out.println("Test case failed: "+result.getName());**

**}**

**@Override**

**public void onTestSkipped(ITestResult result) {**

**System.out.println("Test case skipped: "+result.getName());**

**}**

2. Selenium WebDriver provides an interface WebDriver, which consists of abstract

methods getDriver() and closeDriver(). So any implemented class with respect to the

browser can override those methods as per their functionality, like ChromeDriver

implements the WebDriver and can override the getDriver() and closeDriver().

**22. Can we override/overload the main method? Explain the reason? Can you override**

**the static method? Can we overload and override private methods?**

We cannot override a static method, so we cannot override the main method. However,

you can overload the main method in Java. But the program doesn't execute the

overloaded main method when you run your program; you have to call the overloaded

main method from the actual main method.

Practically I do not see any use of it and we don’t use it in my framework.

**public class MainMethodOverload {**

**public static void main(String[] args) {**

**main(5);//if comment this line nothing will get executed**

**}**

**public static void main(int r) {**

**System.out.println("Hello");**

**}**

**}**

Static methods are bound with class **it is not possible to override static methods**

**class Parent {**

**static void m1() {**

**System.out.println("parent m1()");**

**}**

**}**

**class Child extends Parent {**

**static void m1() {**

**System.out.println("child m1()");**

**}**

**public static void main(String[] args) {**

**Parent p = new Child();**

**p.m1();**

**}**

**}**

In java not possible to override private methods because these methods are specific to

classes, not visible in child classes.

**23. Can we achieve 100% abstraction in JAVA?**

In JAVA abstraction can be achieved with the help of Abstract Classes and Interfaces.

Using abstract class we can achieve 0 to 100% or partial abstraction.

Using interfaces we can achieve 100% or full abstraction.

**24. What is encapsulation?**

It is the technique of making the fields in a class private and providing access to the

fields via public methods. If a field is declared private, it cannot be accessed by anyone

outside the class, thereby hiding the fields within the class. Therefore encapsulation is

also referred to as data hiding. The main benefit of encapsulation is the ability to modify

our implemented code without breaking the code of others who use our code.

Encapsulation gives maintainability, flexibility and extensibility to our code.

Example from my current framework

**public class ExcelUtility {**

**private static Workbook *wbook*;**

**private static Sheet *sheet*;**

**public static Workbook getWorkbook(String filePath) {**

**try {**

**FileInputStream fis = new FileInputStream(filePath);**

***wbook* = new XSSFWorkbook(fis);**

**} catch (FileNotFoundException e) {**

**e.printStackTrace();**

**} catch (IOException e) {**

**e.printStackTrace();**

**}**

**return *wbook;***

**}**

**public static Sheet getSheet(String filePath, String sheetName) {**

**return getWorkbook(filePath).getSheet(sheetName);**

**}**

**}**

**25. What are the primitives and wrapper classes?**

Primitives are data types in Java. There are a total of **8 primitive data types in Java:**

**byte, short, int, long, float, double, char, boolean.**

Every primitive data type has a class dedicated to it and these are known as wrapper

classes. **These classes wrap the primitive data type into an object** of that class.

**26**

**26. What is collection in Java and what type of collections have you used?**

Java provides Collection Framework which defines several classes and interfaces to

represent a group of objects as a single unit.

**Maps are not part of collection but built based on the collection concepts**

Mostly in my current project we use List and Map.

**Practical Example of List & Map usage**

**public static List<Map<String, String>> excelIntoListOfMaps(String filePath,**

**String sheetName) {**

**List<Map<String, String>> mapList = new ArrayList<Map<>>();**

**for (int r = 1; r < *rCount*(); r++) {**

**Map<String, String> rMap = new LinkedHashMap<>();**

**for (int c = 0; c < *colsCount*(r); c++) {**

**String key = *getCellData*(0, c);**

**String value = *getCellData*(r, c);**

**rMap.put(key, value);**

**}**

**mapList.add(rMap);**

**}**

**return mapList;**

**}**

**Practical Example of List & Map usage**

**public static List<Map<String, String>> storeDataFromDB(String sqlQuery) {**

**try {**

**st = conn.createStatement();**

**rset = st.executeQuery(sqlQuery);**

**ResultSetMetaData rsetData = rset.getMetaData();**

**listData = new ArrayList<>();**

**while (rset.next()) {**

**Map<String, String> rowMap = new LinkedHashMap<>();**

**for (int i = 1; i <= rsetData.getColumnCount(); i++) {**

**rowMap.put(rsetData.getColumnName(i),**

**rset.getObject(i).toString());**

**}**

**listData.add(rowMap);**

**}**

**} catch (Exception e) {**

**e.printStackTrace();**

**}**

**return listData;**

**a) Difference between ArrayList vs LinkedList?**

ArrayList and LinkedList, both implement List interface and provide capability to store

and get objects as in ordered collections. Both are non synchronized classes and both

allow duplicate elements.

**ArrayList**

● ArrayList internally uses a dynamic array to store the elements.

● Manipulation with ArrayList is slow because it internally uses an array. If any

element is removed from the array, all the bits are shifted in memory.

● ArrayList is better for storing and accessing data.

**LinkedList**

● LinkedList internally uses a doubly linked list to store the elements (consist of

value + pointer to previous node and pointer to the next node)

● Manipulation with LinkedList is faster than ArrayList because it uses a doubly

linked list, so no bit shifting is required in memory.

● LinkedList is better for manipulating data.

**//Create linked list**

**LinkedList linkedList = new LinkedList();**

**//Add elements**

**linkedList.add("A");**

**linkedList.add("B");**

**System.out.println(linkedList);**

**//Add elements at specified position**

**linkedList.add(2, "C");**

**linkedList.add(3, "D");**

**System.out.println(linkedList);**

**//Remove element**

**linkedList.remove("A"); //removes A**

**linkedList.remove(0); //removes B**

**System.out.println(linkedList);**

**b) ArrayList vs Vector?**

Both implement List Interface and maintains insertion order

ArrayList is not synchronized, so it is fast.

Vector - is synchronized, so it is slow.

**28. What is the difference between HashSet vs HashMap ?**

**HashSet**

1. HashSet class implements Set interface

2. In HashSet, we store objects(elements or values).

3. HashSet does not allow duplicate elements that mean you cannot store duplicate

values in HashSet.

4. HashSet permits to have a single null value.

5. HashSet is not synchronized.

**//create HashSet**

**HashSet hset = new HashSet();**

**hset.add("BMW");**

**hset.add(2018);**

**How to print all values from hashSet**

**// 1. advance loop**

**for (Object obj : hset) {**

**System.out.println(obj);**

**}**

**// 2. using iterator**

**Iterator itr = hset.iterator();**

**while (itr.hasNext()) {**

**Object words = itr.next();**

**System.out.println(words);**

**}**

**HashMap**

1. HashMap class implements the Map interface

2. HashMap is used for storing Key, Value paired objects.

3. HashMap does not allow duplicate keys however it allows having duplicate

values.

4. HashMap permits a single null key and any number of null values.

5. HashMap is not synchronized.

**Bonus:**

**ArrayList vs HashSet?**

Both ArrayList and HashSet are non synchronized collection class

Both ArrayList and HashSet can be traversed using Iterator

**ArrayList**

● ArrayList implements List interface

● ArrayList allows duplicate values

● ArrayList maintains the order of the object in which they are inserted

● In ArrayList we can add any number of null values

● ArrayList is index based

**HashSet**

● HashSet implements Set interface

● HashSet doesn’t allow duplicates values

● HashSet is an unordered collection and doesn’t maintain any order

● HashSet allow one null value

● HashSet is completely object based

**29. What is a Map? How did you use it in your framework?**

Java Map Interface. A map contains values on the basis of key, i.e. key and value pairs.

Each key and value pair is known as an entry. Map is a collection of entry objects.

A Map Contains unique keys. A Map is useful if we have to search, update or delete

elements on the basis of a key.

The Map interface is implemented by different Java classes, such as HashMap,

HashTable, LinkedHashMap and TreeMap.

**HashMap**: it makes no guarantees concerning the order of iteration, HashMap doesn’t

maintain the insertion order of elements.

**LinkedHashMap**: It orders its elements based on the order in which they were inserted

into the set (insertion-order).

**TreeMap**: It stores its elements in a red-black tree, orders its elements based on their

values; it is substantially slower than HashMap.

**HashTable**: it also stores the data in a key-value pair but the HashTable store only

non-null objects i.e any key or value can’t be Null. Hashtable is similar to HashMap

except it is synchronized or we say thread safe.

**Map<String, Integer> groceryMap=new LinkedHashMap<>();**

**groceryMap.put("Milk", 1);**

**groceryMap.put("Bread", 2);**

**groceryMap.put("Ice Cream", 10);**

**groceryMap.put("Cookie", 5);**

**groceryMap.put("Tea", 3);**

**for(Map.Entry<String, Integer> entry:groceryMap.entrySet()) {**

**if (entry.getKey().contains("Tea")) {**

**entry.setValue(2);**

**}**

**}**

**for (String key:groceryMap.keySet()) {**

**if(key.contains("Cookie")) {**

**groceryMap.replace(key, 3);**

**}**

**}**

**System.out.println(grocery**

**30. What is the difference between HashTable vs HashMap ?**

Both **HashMap** and **Hashtable** implement Map Interface

**HashMap**

● HashMap is non synchronized, so it is not-thread safe

● HashMap is fast

● HashMap allows one null key and multiple null values

**HashMap <Integer, String> hmap=new HashMap<Integer, String>();**

**hmap.put(1, "January");**

**hmap.put(1, "January");**

**hmap.put(2,"February");**

**hmap.put(null, "February");**

**hmap.put(null, "February");**

**for (Map.Entry obj: hmap.entrySet()) {**

**System.out.println(obj.getKey()+" "+obj.getValue());**

**}**

**Output:**

null February

1 January

2 February

**Hashtable**

● Hashtable is synchronized, so it is thread-safe

● Hashtable is slow

● Hashtable doesn’t allow any null key or value

**Hashtable <Integer, String> htable=new Hashtable<Integer, String>();**

**htable.put(1, "January");**

**htable.put(1, "January");**

**htable.put(2, "February");**

**htable.put(null, "February");**

**htable.put(null, "February");**

**for (Map.Entry obj: htable.entrySet()) {**

**System.out.println(obj.getKey()+" "+obj.getValue());**

**}**

**Output:**

Exception in

**31. How can you handle exceptions? Types of exceptions you faced in your project?**

**What is the parent of all exceptions?**

**An Exception is a problem that can occur during the normal flow of execution.**

Depending on the situation, we can use try and catch blocks.

In **try block:** Code that might throw some exceptions

In **catch block:** We define exception type to be caught and what to do if an exception

happens in TRY block code

**Throwable class is parent of all Exceptions:**

**try {**

**int a=10;**

**int b=0;**

**int c=a/b;**

**}catch (ArithmeticException e) {**

**System.out.println(e.getMessage());**

**}**

**Types of Exception:**

**1. Checked Exception -** are the exceptions that are checked at compile time.

Example of checked exceptions:

● **ClassNotFoundException** - Class not found

● **InstantiationException** - Attempt to create an object of an abstract class or

interface

**● FileNotFoundException -** Attempt to open file that doesn’t exist or open file to

write but have only read permission

**2. Unchecked Exception -** are the exceptions that are not checked at compile time, they are

Runtime Exceptions.

**Exception faced as part of java perspective:**

● **ArithmeticException** - Arithmetic error, such as divide-by-zero.

● **ArrayIndexOutOfBoundsException** - Array index is out-of-bounds.

● **NullPointerException** - Invalid use of a null reference.

● **IllegalArgumentException** - Illegal argument used to invoke a method.

**Example of exception handling from current framework:**

**private static Properties *prop*;**

**public static void readProperties(String filePath) {**

**try {**

**FileInputStream fis = new FileInputStream(filePath);**

***prop* = new Properties();**

***prop*.load(fis);**

**fis.close();**

**} catch (FileNotFoundException e) {**

**e.printStackTrace();**

**} catch (IOException e) {**

**e.printStackTrace();**

**}**

**}**

**32. How many catch blocks can we have? Which catch block will get executed if you**

**get ArithmeticException?**

There can be any number of catch blocks for a single try block and it is not necessary that

each try block must be followed by a catch block. It should be followed by either a catch

block or a finally block.

However only the catch block encountered first on the call stack that satisfies the

condition for the exception will be executed for that particular exception, rest will be

ignored.

**try {**

**int a=10;**

**int b=0;**

**int c=a/b;**

**}catch (ArithmeticException e) {**

**System.out.println(e.getMessage());**

**}catch (Exception e) {**

**System.out.println(e.getMessage());**

**}**

**33. What is the difference between throw and throws?**

throw and throws are two keywords related to Exception feature of Java.

**Throws :**

**●** is used to declare an exception, which means it works similar to the try-catch

block.

● is used in method declaration.

● is followed by exception class names.

● you can declare multiple exception with throws

● throws declare at method it might throws Exception

● used to handover the responsibility of handling the exception occurred in the

method to the caller method.

**1 Example:**

**public void readPropFile() throws FileNotFoundException, IOException{**

**Properties prop=new Properties();**

**FileInputStream fis=new FileInputStream("fileNamePath.properties");**

**prop.load(fis);**

**}**

**2 Example:**

**public class Test {**

**public static void main(String[] args) throws InterruptedException {**

**Test test = new Test();**

**test.company();**

**}**

**void studentDetails() throws InterruptedException {**

**System.out.println("Sumair is sleeping");**

**Thread.sleep(3000);**

**System.out.println("Please do not disturb.....");**

**}**

**void syntax() throws InterruptedException {**

**studentDetails();**

**}**

**void company() throws InterruptedException {**

**syntax();**

**}**

**}**

**Throw :**

● is used in the method body to throw an exception

● throw is followed by an instance variable

● you cannot declare multiple exceptions with throw

● The throw keyword is used to handover the instance of the exception created by

the programmer to the JVM manually.

● throw keyword is mainly used to throw custom exceptions.

**Example**

**public static WebDriver setUp() {**

**ConfigsReader.*readProperties*(Constants.*CONFIGURATION\_FILEPATH*);**

**switch (ConfigsReader.*getProperty*("browser").toLowerCase()) {**

**case "chrome":**

**System.*setProperty*("webdriver.chrome.driver",**

**Constants.*CHROME\_DRIVER\_PATH*);**

***driver* = new ChromeDriver();**

**break;**

**case "firefox":**

**System.*setProperty*("webdriver.gecko.driver",**

**Constants.*GECKO\_DRIVER\_PATH*);**

***driver* = new FirefoxDriver();**

**break;**

**default:**

**throw new RuntimeException("Browser is not supported");**

**}**

**return *driver*;**

**}**

**35. What is the difference between String and StringBuffer? String and StringBuilder?**

**What is mutable and immutable? StringBuffer vs StringBuilder?**

The most important difference between **String and StringBuffer** in java is that **String**

**object is immutable** whereas **StringBuffer object is mutable.** Once a String Object is

created **we cannot change** it and everytime we change the value of a String there is

actually a new String Object getting created. For example we cannot reverse string

directly, only through using StringBuffer class.

There are **2 ways to make String mutable:** 1. by using **StringBuffer** 2. by using

**StringBuilder**.

The StringBuffer and StringBuilder Class are mutable means we can change the value of

it without creating a new Object. Objects of StringBuilder and StringBuffer Classes live

inside **heap memory.**

**immutability vs. mutability**

✓ String is an immutability class. It means once we are creating String objects it is not

possible to perform modifications on existing objects. (String object is fixed object)

✓ StringBuffer and StringBuilder are mutability classes. It means once we are creating

StringBuffer/ StringBuilder objects on that existing object it is possible to perform

modification.

**class Test {**

**public static void main(String[] args) {**

**String a="Hello";**

**String b="Hello";**

**StringBuffer sb=new StringBuffer("Hello Syntax");**

**a=a.concat(" Syntax");**

**System.out.println(a);**

**sb=sb.append(" Technologies");**

**System.out.println(sb);**

**}**

**}**

**StringBuffer vs StringBuilder?**

Both Classes are mutable, except **StringBuffer is thread-safe (synchronized)** and

**StringBuilder is not thread-safe (non synchronized)** which makes **StringBuilder**

**faster compared to StringBuffer.**

**36. What is singleton and have you used the singleton concept in your project ?**

A singleton class is a class that can have only one object (an instance of the class) at a

time. After the first time, if we try to instantiate the Singleton class, the new variable also

points to the first instance created. So whatever modifications we do to any variable

inside the class through any instance, it affects the variable of the single instance created.

● Singleton pattern restricts the instantiation of a class and ensures that only one

instance of the class exists in the Java virtual machine.

● The singleton class must provide a global access point to get the instance of the

class.

● Singleton pattern is used for logging, drivers objects

Example:

**public class SingletonExample {**

**//static member holds only one instance of the singleton class**

**private static SingletonExample singletonInstance;**

**//creating private constructor to prevent instantiation**

**private SingletonExample(){**

**}**

**//create public method to return an instance of the class**

**public static SingletonExample getInstance() {**

**singletonInstance=new SingletonExample();**

**return singletonInstance;**

**}**

**}**

**In my current project we use a singleton concept for our page classes where we store**

**page elements.**

**37. What is a garbage collector and how to make a call to the Garbage Collector?**

Garbage collection is the process of looking at heap memory and identifying which

objects are in use and which are not and deleting unused objects. Once an object is

created it uses some memory and the memory remains allocated until there are

references for the use of the object.When there are no references to an object, it is

assumed to be no longer needed. There is no explicit need to destroy an object as Java

handles the deallocation automatically by using the Garbage Collection process.

Garbage collection in Java happens automatically during the lifetime of the program.

You can call Garbage Collector explicitly, but JVM decides whether to process the call

or not. Ideally, you should never write code dependent on call to garbage collector.

JVM internally uses some algorithm to decide when to make this call. When you make

call using System.gc(), it is just a request to JVM and JVM can anytime decide to ignore

it

In the context of **thread safety**, multiple threads run on the CPU. If a program has multiple threads, the CPU manages their execution, potentially allowing them to run in parallel (on multiple cores) or switching between them quickly (on a single core), which can lead to thread safety issues if not managed properly.